# Week 1

Dynamic connectivity

We assume “is connected to” is an equivalence relationship

Reflexive, Symmetric and Transitive

Connected components:

Maximal set of components that are mutually connected

Quick-Find

Create an array of N objects. Assign each of them with an id. As connections are added, the id of one connected component assumes the id of the other component connecting to it.

Union is expensive; takes quadratic time (N array accesses)

Quick-Union

Here id points to the root of the node.

Find is expensive; could be N array access

Improvement

* Keep track of size of each tree; balance by linking root of smaller tree to root of larger tree

Find takes proportional to depth of tree (at most log N); Union takes constant time

* Path compression: after computing the root, set the id of each examined node to point to that root.

Weighted union with path compression (M unions with N objects):

It takes (N + M.log N) time to execute.

Percolation Phase Transition

Given ‘p’ site vacancy probability, when N is large, there is a sharp threshold p\* such that for p > p\*, it almost certainly percolates.

Common order of growth classifications

![](data:image/png;base64,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)

Binary Search

Running time: O (log N) to search in a sorted array of size N.

Notation

Big Theta: Classify algorithms

Big Oh: Develop upper bounds

Big Omega: Develop lower bounds
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Stack: Examine the most recently added, LIFO

Queue: Examine the least recently added, FIFO

Bag: Adding items to a collection and iterating (when order doesn’t matter)

Resizing array:

Grow -Double size when full

Shrink -Halve size when it is quarter full

Implement stack or queue using linked list or resizing array.

Auto-boxing:

Automatic cast between a built-in (primitive type) and its wrapper class

[JAVA] Iterable has a method that returns an Iterator.

[JAVA] Iterator has methods hasNext and next.

Post-fix or Reverse Polish Notation

Dijkstra's two-stack (one for operands and another for operators) algorithm computes the same value if the operator occurs after the two values

Sorting

**Insertion.sort**

The client passes array of objects to sort function. The sort function calls back the object’s compareTo method as needed.

public interface Comparable <Item> {

public int compareTo (Item that);

}

Total Order

It is a binary relation “<=” that satisfies:

Anti-symmetry, Transitivity & Totality

**Examples**: Standard order, Chronological order, and Alphabetical order

Selection Sort

* In iteration ‘i’, find index min of the smallest remaining entry
* Swap a [i] and a [min].
* Running time: O (n2).
* Order of n2 comparisons and n exchanges
* Same running time irrespective of the input
* Data movement is minimal

Insertion Sort

* In iteration ‘i’, swap a[i] with each larger entry to its left
* Best case: n-1 comparisons and 0 exchanges
* Worst case: Order of n2 comparisons and n2 exchanges

Inversion

It is a pair of keys that are out of order. For partially sorted array, the insertion sort runs in linear time. Number of exchanges equals the number of inversions.

Shell sorting

Move entries more than one position at a time by h-sorting the array. An h-sorted array is h interleaved sorted subsequences.

**Algorithm**: h-sort array for decreasing sequence of values of h. Insertion sort, with stride length h.

A g-sorted array remains g-sorted after h-sorting it.

Sequence to use:

* 3.x + 1
* 1, 5, 19, 41, 109, 209, 505, 929, 2161, 3905

Shuffle sort

Knuth shuffle

* In iteration ‘i’, pick integer r between 0 and i uniformly at random
* Swap a [i] and a [r]

Shuffling is a hard problem.

Convex Hull

Convex hull of a set of N points is the smallest perimeter fence enclosing the points. The output is a sequence of vertices in a counter-clockwise order.

**Application**:

Shortest path that avoids the obstacle

Find a pair of points with the largest Euclidean distance between them

**Algorithm**:

Chose a point ‘p’ with smallest y coordinate

Consider points in order of polar angle; discard unless it creates a counter-clockwise turn. Signed area of the triangle formed by the three points determines if the points are in clockwise or anti-clockwise order.
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Merge sort

* Divide an array into two halves
* Recursively sort each half
* Merge two halves

[JAVA] assert statement – throws exception if statement is not true

[JAVA] java -ea / -da (enable or disable asserts at runtime)

**Enhancements**:

* Use insertion sort for small sub-arrays (< 7)
* Switch the role of input and auxiliary array in each recursive call
* Stop if already sorted

Bottom-up Merge Sort

* Merge sub-arrays of size 2, 4, 8, 16, etc.
* Non-recursive version, but 10% slower

Comparison

[JAVA] Comparable interface used for natural order

[JAVA] Comparator interface sort using an alternate order

[JAVA] Use Object instead of Comparable

Decouples the definition of a data type from the definition of what it means to compare two objects of that type.

Stability

A stable sort preserves the relative order of items with equal keys

Insertion sort (equal items never move past each other) and merge sort (takes from left sub-array if keys are equal – preserves the relative order) are stable.

Selection sort and shell sort are not stable (long distance exchanges)

First sort on one column and then sort by other category

Quick Sort

* Shuffle the array
* Partition such that for some ‘j’
  + Entry a[j] is in place
  + No larger entry to the left of j
  + No smaller entry to the right of j
* Sort each piece recursively

In-place sorting algorithm; not stable

**Improvements**

For small sub-arrays, use insertion sort

Estimate partitioning element in the middle: sample 3 values and take the median.

Quick-select

Partition, and repeat in one sub-array depending on ‘j’

Running time: O (n)

Duplicate keys

**3-Way Partitioning**

Partition array into three parts - less than, greater than and equal to the pivot value